Hierarchical clustering optimizes the tradeoff between compositionality and expressivity of task structures for flexible reinforcement learning
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Abstract

A hallmark of human intelligence, but challenging for reinforcement learning (RL) agents, is the ability to compositionally generalise, that is, to recompose familiar knowledge components in novel ways to solve new problems. For instance, when navigating in a city, one needs to know the location of the destination and how to operate a vehicle to get there, whether it be pedalling a bike or operating a car. In RL, these correspond to the reward function and transition function, respectively. To compositionally generalize, these two components need to be transferable independently of each other: multiple modes of transport can reach the same goal, and any given mode can be used to reach multiple destinations. Yet there are also instances where it can be helpful to learn and transfer entire structures, jointly representing goals and transitions, particularly whenever these recur in natural tasks (e.g., given a suggestion to get ice cream, one might prefer to bike, even in new towns). Prior theoretical work has explored how, in model-based RL, agents can learn and generalize task components (transition and reward functions). But a satisfactory account for how a single agent can simultaneously satisfy the two competing demands is still lacking. Here, we propose a hierarchical RL agent that learns and transfers individual task components as well as entire structures (particular compositions of components) by inferring both through a non-parametric Bayesian model of the task. It maintains a factorised representation of task components through a hierarchical Dirichlet process, but it also represents different possible covariances between these components through a standard Dirichlet process. We validate our approach on a variety of navigation tasks covering a wide range of statistical correlations between task components and show that it can also improve generalisation and transfer in more complex, hierarchical tasks with goal/subgoal structures. Finally, we end with a discussion of our work including how this clustering algorithm could conceivably be implemented by cortico-striatal gating circuits in the brain.

1 Introduction

Humans have a remarkable ability to quickly solve novel problems by leveraging knowledge from past experiences that bear some meaningful similarity to the problem at hand. One important way by which we do this is through structural generalization: most naturalistic tasks have an underlying latent structure which we can extract and transfer to new problems in novel ways [1, 2]. For instance, when travelling to work, we can abstract out knowledge of the underlying road network – recognising that it does not depend on the particularities of a single commute, such as the cloud patterns in the sky or the foliage pattern in the trees along the route – and transfer it to other commutes on the same network. Such capacity to abstract out and transfer latent task structures has also been observed in non-human primates, as first noted by Harlow in his account of “learning set” acquisition [3]. In contrast, artificial agents, in spite of their impressive ability to now outperform humans on a wide range of difficult tasks [4, 5, 6, 7], are notoriously brittle and struggle with similar knowledge transfer [8, 9].
Task structures play a central role in model-based reinforcement learning. Reinforcement learning has provided one of the most successful frameworks for studying and modelling intelligent decision-making, both in natural [10, 11, 12] and artificial intelligence [13, 4, 6]. In model-based reinforcement learning, an agent uses an internal predictive model of the task to simulate different possible courses of action in search of the best one, a process known as planning. In essence, the agent “thinks” before acting. Such models are needed for planning, but how an agent acquires such models to efficiently plan across contexts – and especially how they can be combined in novel ways to support generativity – remains an open question.

Compositional generalisation affords one mechanism. Indeed, the structures underlying naturalistic tasks are often compositional: they can often be decomposed into independent subcomponents that an intelligent agent can learn and recombine in novel ways. In the example of travelling to work, this task can be decomposed into two subcomponents: (i) knowing the location of the destination (a reward function) and (ii) operating a vehicle (such as a bike or car) to follow a route there (a mapping from primitive muscle actions to vehicle movements in physical space). The knowledge of how to drive is independent of the destination and can be transferred to tasks with new destinations; conversely, knowing how to get to a specific destination by car should imply knowing how to get there by bike. The same principle applies to other domains of flexible behavior: for example, a musician can readily transfer instrument fingerings across different songs and songs across different instruments. Compositional generalisation allows agents to rapidly construct new models by composing familiar structural components together into novel combinations that may not have been seen before. Humans are known to rely on this mechanism to rapidly infer the correct model for novel tasks, yet the computations needed to support compositional generalisation have only started to be explored [14, 15]. On the other hand, artificial agents struggle with compositional generalisation; they instead treat entire tasks as monolithic structures, preventing them from leveraging knowledge about subcomponents that may recur in other tasks.

Compositional generalisation has been extensively studied in other domains, such as natural language processing [16, 17, 18] and concept learning [19, 20, 21, 22]. Yet in reinforcement learning, the study of compositional generalisation has been restricted primarily to compositional policy structures in the domain of hierarchical reinforcement learning [23, 24, 25, 26, 12, 27, 28, 29, 30, 31, 32]. Here, an overall policy is constructed by composing together sub-policies in the form of skills or solutions to subtasks. However, such approaches are restricted to situations in which an agent can sequentially apply subtasks, and typically apply in the alternative domain of “model-free” reinforcement learning. Because model-free agents require extensive trial-and-error interactions with the environment [13], they do not afford the potential to flexibly plan in new contexts that can leverage compositions of transition and reward functions. Indeed, most state-of-the-art deep reinforcement learning algorithms are model-free algorithms [4, 33, 34, 35, 36, 37, 38, 5] and thus suffer from the same limitations [9].

In this work, we address the problem of compositional generalisation over task structures using non-parametric Bayesian inference. When solving a new task, the agent will attempt to infer what latent task structure is generating the observed transitions and rewards, in the form of a Markov Decision Process (MDP). If the observed statistics are consistent with previously seen MDPs, the agent can transfer its knowledge of that structure to quickly solve the new task. Otherwise, a new structure can be created and added to the pool of task structures that can be leveraged in the future. At its core, this framework is a clustering algorithm, as task contexts that share a common structure are clustered together. Previous work has shown that this framework can account for how humans are able to reuse previously learned structures while also acquiring new ones with minimal interference [39, 40, 1]. Such models have been further extended to sequential decision making scenarios [41, 14] and to situations in which agents can reuse deeper latent state abstractions in which new tasks can be learned by analogy with previous tasks [12]. Note that this framework is normative; approximate resource-constrained implementations are also possible. For example, models of hierarchically nested cortico-striatal gating circuits have offered a mechanistic account for how the brain might approximate such structure learning and transfer [43, 44], and human studies have found signatures of latent task structures in the brain [41, 45, 1, 46, 2, 47].

Until recently, however, these frameworks have only considered how agents could learn and reuse task structures as a whole and therefore could not support compositionality. Although an agent that memorises and reuses entire structures (combinations of transition and reward functions) can eventually solve any task, this strategy suffers from two main limitations. The first issue is one of scalability. If a structure is compositional, then the number of distinct structures possible will scale exponentially with the number
of components that make up the structure; that is, if a structure consists of \( n \) components, each with \( d \) possibilities, then the number of possible structures scales as \( O(d^n) \), which can quickly tax a finite memory capacity. The second issue is one of transfer and sample efficiency. An agent that memorises entire structures will be unable to transfer repeating structural components. Even if two MDPs have a substantial number of overlapping components, the agent will relearn each structure from scratch, making this approach highly inefficient. Moreover, this combinatorial explosion implies that many structures are never seen twice in exactly the same way in an agent’s lifetime, further reducing the benefits of memorising entire structures.

Recent work has extended the Bayesian framework to allow for compositionality and to compare to patterns of human generalization [14,15]. In this extension, the agent maintains a factorized representation of structural components (for example, the action-outcome mapping function, akin to the mapping of primitive leg actions to bike movements, and the reward function, akin to the desired destination). When encountering a novel context, the agent attempts to infer each of the structural components independently of the others, allowing it to recompose new task structures, akin to biking for the first time to a destination one normally drives to. This is also a clustering algorithm, but now a task is assigned to multiple clusters, one for each component that makes up the structure. Because the components in these structures are treated statistically independently of each other, we refer to these structures as independent structures.

Nevertheless, it is not always appropriate to treat each task component as completely independent of the others. For one thing, it can still help to learn and transfer entire joint structures particularly when these recur in natural tasks. For instance, one might always bike to ice cream parlours but drive to work, making these specific joint structures more privileged and therefore worth memorising for future reuse. The set of tasks natural agents encounter throughout the course of their lifetimes, however, are never strictly joint or independent but are better characterised as recurring joint structures existing amongst otherwise independent statistics. Moreover, the correlational structure between structural components can be hierarchical. For instance, when travelling, the choice of transport method can depend not only on the destination within a city but also on higher-order contexts like the city itself. In Venice or Amsterdam, one could consider boating to their favourite canal-side restaurant, but not if they are in the suburbs of Toronto; alternatively, one could consider driving to many destinations in most cities, but not in Venice; and one can often rickshaw to many destinations in Asian cities but not elsewhere. The city thus constrains the possible correlations that can exist between the mode of transport and the destination.

Here, we develop a novel computational strategy to accommodate a wider range of correlational structures between model components. Instead of independent or joint agents, we introduce a single, more powerful, clustering agent based on the hierarchical Dirichlet process [48] that can learn the appropriate degree of covariance in a context-dependent fashion. Like the independent agent, our agent maintains a factorized representation over task components, allowing for components to be learnt and generalized independently of each other. Simultaneously, it also estimates the covariances between these components, thereby affording generalization over a wider range of compositional structures. We validate our approach on a variety of tasks with independent, joint, and mixed statistics and show that only the hierarchical agent is able to perform well across all tasks. Finally, we show that the model’s hierarchical structure can be immediately applied to improve generalization and transfer in more complex tasks with hierarchical goal/subgoal structures.

### 1.1 Paper layout

This paper is organised as follows. In the first half, we focus on non-hierarchical tasks to illustrate the utility of our framework in simple settings. In section 2 we explain the structure of the tasks we shall consider as well as the architecture of the various agents we shall use. Section 2.1 introduces the compositional gridworld tasks and contextual Markov decision process framework that we work with, while section 2.2 explains the agent architectures. Section 2.3 explains four versions of our compositional gridworlds intended to elucidate the relative adaptability of the different agents we consider and presents the results of our simulations. In section 3 we scale our approach up to hierarchical tasks of greater complexity, again presenting the task structure, the agent architectures, and the results of our simulations. We compare our work to related works in section 4, considering the limitations and other issues that future work will need to address. And finally, we conclude in section 5.
2 Task structure and agent architectures

2.1 Gridworld task structure

![Gridworld Task Structure](image)

Figure 1: Gridworld task: the agent (triangle) navigates a series of 6 × 6 gridworld rooms where it can move in any of the four cardinal directions (red arrows). Each room has a hidden goal state (star) located in one of the corners. The agent moves by pushing one of eight possible keys, but the mappings from keys to cardinal movements (bottom) vary from room to room. A mapping is generated by randomly assigning arrows to keys, and pressing a blank key (no arrow) results in no movement. This mapping assignment is hidden from the agent, and thus must be inferred from its interactions with the gridworld.

We consider a continual learning setting where each task has an explicitly compositional structure, based on tasks described in [14]. The agent must navigate towards a hidden goal in a series of 6 × 6 gridworld rooms (Fig. 1), where it has to learn both (i) the action-outcome mapping function (which actions will take it from one location to another, analogous to the relationship between primitive muscle actions and the resulting locomotion on a bike) and (ii) the reward function (the rewarding locations or goals). A flexible agent will be able to recognize when it can reuse a previously observed mapping function in the service of reaching a different goal (i.e., if these are independent across rooms) but could also infer when a given mapping function is informative about the likely goal location.

The agent starts from a random location in each room and must navigate to a hidden goal by moving along the four cardinal directions. To move, the agent selects one of eight possible primitive actions (Fig. 1 bottom), hereafter referred to as “keys” based on corresponding human experiments in which subjects had to move by pressing keys on a keyboard [15]. Only four of the keys will move the agent while the others will do nothing. Moreover, the mapping from keys to movements (i.e., which key takes the agent up, down, left and right) varies from room to room and is unknown to the agent – it must be learnt from its interactions with the gridworld. The goal is also hidden from the agent so it must also learn the reward function from its interactions with the rooms. The goal appears in one of the four corners (Fig. 1 star), but the agent is not endowed with that information either. In sum, the composition in each of our gridworlds is of a mapping function paired with a reward function, and the agent has to infer both in order to plan in novel contexts.

Formally, each task can be modelled as a contextual Markov decision process (cMDP) [49] consisting of the sextuple $(C, S, A, T(c), R(c), \gamma)$; here, $C$ is a set of contexts, $c \in C$, $S$ and $A$ are spaces of states and primitive actions, $\gamma \in [0, 1)$ is a discount factor, and $T(c)$ and $R(c)$ are context-dependent transition and reward functions. Here, contexts are observed and denote room identity; in our implementation, contexts are discrete, although in more naturalistic settings, they could be a distinguishing visual feature of the room like wall or floor colours or some sign posted somewhere in the room. The state $s \in S$ corresponds to the agent’s position in the room, $s = (x, y)$. The space $A$ is the set of eight possible keys. In our tasks, the agent is rewarded if it enters a goal state; as this is a function of position and context only, the reward function $R(c)$ takes the form

$$R(c) = R^c(s) = \begin{cases} 1 & \text{if the goal is located at } s \text{ in context } c, \\ 0 & \text{otherwise}. \end{cases}$$

The transition function $T(c)$ expresses the probability of reaching state $s'$ when taking action $a$ in state $s$; that is, $T(c) = T^c(s', a, s) = p^c(s'|s, a)$. In our tasks, this can be factorized into two components. The first component expresses state transitions in terms of the cardinal movements, namely $A_{\text{card}} = \{\text{up, down, left, right, stay}\}$ and abstracts out the transition’s dependence on the room’s spatial...
layout. Because all rooms share the same spatial layout, this component does not depend on context and hence takes the form \( p(s'|s, a_{\text{card}}) \), where \( a_{\text{card}} \in A_{\text{card}} \). The second component describes how primitive actions map onto cardinal movements and takes the form

\[
\mathcal{M}(c) = \mathcal{M}^c(a_{\text{card}}|a) = \begin{cases} 
1 & \text{if key press } a \text{ induces motion along } a_{\text{card}} \text{ in context } c, \\
0 & \text{otherwise.}
\end{cases}
\]

This component introduces context-dependence, reflecting the fact that mappings can depend on environmental conditions or other contextual factors; for instance, one needs to execute different motor actions depending on whether one is driving a car or pedalling a bike, and an aerial drone navigating to a goal needs to adjust its motor outputs depending on wind conditions. This is the mapping function that the agent must infer. Composed together, the full state transition function is

\[
\mathcal{T}^c(s', a, s) = p(s'|s, a_{\text{card}}) \mathcal{M}^c(a_{\text{card}}|a).
\]

In this paper, we shall refer to the Markov decision process (MDP) for an individual context (that is, a specific room or gridworld) as a task and the entire cMDP (that is, the entire set of rooms or gridworlds that an agent must solve) as the environment.

### Planning in compositional cMDPs

In these tasks, the agent must learn \( R^c \) and \( M^c \) from its interactions with the rooms (all other MDP components are given). If the goal is known, the agent can plan the optimal sequence of cardinal movements to reach it. The optimal policy is obtained by choosing movements that maximize the action-value function \( Q^*_c(s, a_{\text{card}}) \),

\[
\pi^c(a_{\text{card}}|s) = \arg\max_{a_{\text{card}}} Q^*_c(s, a_{\text{card}}),
\]

where \( Q^*_c(s, a_{\text{card}}) \) is the solution to the Bellman optimality equation [13]

\[
Q^*_c(s, a_{\text{card}}) = \sum_{s'} p(s'|s, a_{\text{card}}) \left[ R^c(s') + \max_{a_{\text{card}}'} \gamma Q^*_c(s', a_{\text{card}}') \right].
\]

Both \( Q^*_c(s, a_{\text{card}}) \) and \( \pi^c(a_{\text{card}}|s) \) can be obtained by model-based policy iteration [13]. Note that the only room-dependent component here is the reward function \( R^c \); hence only the goal location is needed for the agent to plan a policy in terms of cardinal actions.

If \( M^c \) is known, the agent can then implement this policy by selecting the appropriate keys. Combining [2] with [4], one can show that this solves the Bellman optimality equation in terms of the key presses \( a \in A \),

\[
\pi^c(a|s) = \arg\max_a Q^*_c(s, a) = \arg\max_a \sum_{a_{\text{card}}} \mathcal{M}^c(a_{\text{card}}|a) Q^*_c(s, a_{\text{card}}),
\]

where, by an abuse of notation, we use \( \pi^c(\cdot) \) and \( Q^*_c(s, \cdot) \) to denote the policy and action-value functions in terms of cardinal movements or key presses according to whether the argument is an action from \( A_{\text{card}} \) or \( A \). The action-value functions for \( a \) are easily obtained from those for \( a_{\text{card}} \),

\[
Q^*_c(s, a) = \sum_{a_{\text{card}}} \mathcal{M}^c(a_{\text{card}}|a) Q^*_c(s, a_{\text{card}}).
\]

Thus, the reinforcement learning problem critically reduces to one of inferring the correct \( R^c \) and \( M^c \).

As the agent moves from room to room, functions \( M^c \) and \( R^c \) may repeat independently of each other, and agents that leverage knowledge about familiar \( M^c \) and \( R^c \)'s will exhibit an advantage to quickly solve novel rooms. However, depending on the task statistics, \( M^c \)'s and \( R^c \)'s can also be correlated, so there will also be a distinct advantage towards agents that can learn and exploit this correlational structure.

We have designed four different versions of our compositional environment testbed. Each is designed to highlight the relative expressivity of the different agents we consider, each of which uses a different strategy for clustering and transferring task structures. Before discussing our environments, we first introduce these agents.
2.2 Clustering agents

Past work in both Pavlovian [39] and instrumental conditioning [40] [43] have cast context-dependent generalisation as a clustering problem. In this framework, different contexts are clustered together into a common, latent generative task state if they share similar task statistics. These latent states are not to be confused with MDP states but can be regarded as higher order states that condition entire MDPs or stimulus-response mappings – indeed, models of the hierarchical cortical-striatal circuitry suggest that higher, more anterior, levels of the circuitry select for different MDP structures, conditioning how lower level circuitry selects actions [39] [41] [40] [1]. Clustering allows an agent to maintain distinct task representations in different clusters without them interfering with one another, but also allows for rapid transfer of knowledge between tasks when they are inferred to be in the same cluster. This framework has been extended to allow for compositional generalisation [14] [15] and for reuse of compressed representations of abstract task states even when reward and transition functions change [42].

Formally, cluster assignment is framed as a Bayesian inference problem where the agent must infer which latent cluster is generating the current task statistics. To allow for the possibility of an infinite number of clusters, a Dirichlet process (DP) prior is used for cluster assignment. This does not require specifying the total number of clusters beforehand, making it a non-parametric Bayesian model. A DP is defined formally in terms of a base distribution \( H \) and a concentration hyperparameter \( \alpha \) that controls the probability of generating new clusters [50].

\[
X \sim DP(H, \alpha),
\]

where \( X \) is a clustering drawn from the DP.

To impose parsimony in the prior cluster assignment, we assume that those clusters that are most popular across contexts are more likely to apply in a new context [39] [40], consistent with human subject priors during generalization [1], and reflected in the Chinese restaurant process (CRP) [51] [52]. The total number of clusters \( K \) at any moment in time is finite, but new clusters can be created and added to the set as needed, and can theoretically approach infinity in the limit of infinite contexts. However, the parsimony prior gives the agent a higher chance of reusing an existing cluster, in proportion to its past popularity, with more popular clusters receiving a greater probability of assignment. If contexts \( c_{1:n} \) have already been assigned to clusters \( \{1, \ldots, K\} \), where \( K \leq n \), then the prior probability that new context \( c_{n+1} \) belongs to cluster \( k \) is given by

\[
P(c_{n+1} \in k) = \begin{cases} 
\frac{n_k}{n + \alpha} & \text{if } k \text{ is a pre-existing cluster } (k \leq K) \\
\frac{\alpha}{n + \alpha} & \text{if } k \text{ is a new cluster } (k = K + 1),
\end{cases}
\]

where \( n_k \geq 1 \) is the total number of contexts already assigned to cluster \( k \) and \( \alpha \), here, controls the probability of assignment to a novel cluster. As data \( D \) is accumulated, cluster assignment is updated via Bayesian inference,

\[
P(c_{n+1} \in k | D) \propto P(D | c_{n+1} \in k) P(c_{n+1} \in k).
\]

The data distribution for each cluster \( P(D | c_{n+1} \in k) \) is determined by a likelihood function, the parameters for which must also be inferred; the base distribution \( H \) specifies its prior distribution. The number of clustering hypotheses grows exponentially with the number of contexts, making representation of all hypotheses impractical. Instead, we only retain a subset which gets filtered each time a new context is added. Exact details of our particle filtering can be found in the Supplement.

We shall now describe the various agents that we shall be comparing, each of which uses a different strategy to cluster contexts. Not that the clustering strategy is the only difference between these agents; it is the structure of the clustering hypothesis space that determines the Bayesian priors used to support transfer to novel contexts, and it is this alone that is responsible for any performance differences between the agents in our simulations below. At the level of individual reward and mapping clusters, all agents operate identically.

2.2.1 Independent clustering agent

Compositional generalisation requires the ability to generalize task components (e.g., mapping and reward functions) independently of one another, and a factorized representation of task components is necessary to
Figure 2: The independent clustering agent (a) maintains separate clusterings of rewards (red) and mappings (blue). A base distribution $H_I$ generates a clustering $\Gamma$ of reward functions $R_k$, which in turn generates the rewards $r$ observed in the room. A separate base distribution $H_M$ generates clusterings $M$ of mappings $M_k$, which in turn generates the observed transitions $t$. In the joint clustering agent (b), a single base distribution $H_J$ generates clusterings $J$ of reward functions $R_k$ paired with mappings $M_k$. These, in turn, generate $r$ and $t$. The hierarchical agent (c) consists of three main components: (i) a DP of room types (green), (ii) an hDP for mappings (blue), and (iii) a separate hDP for reward functions (red). A base distribution $H_{room type}$ generates clusterings $\rho$ of different room types $k_{room type}$, each defining different statistical associations between mappings and rewards. Outside room clusters, base distributions $H_{MP}$ and $H_{\Gamma P}$ generate environment-wide clusterings, $M_P$ and $\Gamma_P$, of mapping $M$ and reward $R$ functions, respectively. As with the independent agent, this separate clustering factorises mappings and rewards across the environment so that they can be recombined in new ways inside new room types. $M_P$ and $\Gamma_P$ in turn generate children clusterings $M_k$ and $\Gamma_k$ within room clusters (outer plate), thereby defining room-specific distributions over $M$ and $R$. Each cluster in $M_k$ and $\Gamma_k$ defines a mapping $M_i$ and reward $R_j$ function, which in turn generates the observed transitions $t$ and rewards $r$.

Support this. Previous work [14] [15] has accomplished this by maintaining two independent clusterings of contexts (that is, two separate but parallel Dirichlet processes): one clusters according to whether contexts share the same mapping function $M_c$ and another according to whether they share the same reward function $R_c$ (Fig. 2a). Each mapping cluster $k_M$ defines a mapping likelihood function given by (2), with all contexts in the same cluster sharing a common $M_c$. However, the parameters of this common likelihood is unknown and must be inferred; the posterior is given by

$$P(a_{card}|a, c \in k_M) = M^{k_M}(a_{card}|a),$$

(10)

where $M^{k_M}$ takes the form of a Bernoulli distribution. Likewise, each reward cluster $k_R$ defines a reward likelihood function $R^c(s)$ given by (1). The likelihood parameters are also unknown and inferred using the posterior

$$R^{k_R}(s) = P(r|s, c \in k_R),$$

(11)

where $R^{k_R}$ is also a Bernoulli distribution and specifies the probability of observing reward $r$ in state $s$. Following [14], we shall refer to an agent which clusters contexts in this way as an independent clustering agent. Note that the entire inference process can be viewed in analogy to Bayesian model comparison, with inference of the correct clustering analogous to model inference based on available evidence, and inference of $M^c$ and $R^c$ analogous to inference of parameters for a given model.
2.2.2 Joint clustering agent

An alternative to independent clustering is to cluster $\mathcal{M}^c$ and $\mathcal{R}^c$ jointly in a single DP (Fig. 2b), much like what many previous non-compositional agents do. In this case, the likelihood function for a transition $(s,a,a_{\text{card}},s',r)$ is

$$P(r,s',a_{\text{card}}|s,a,c=k) = \mathcal{R}^k(s') \mathcal{M}^k(a_{\text{card}}|a),$$

where, again, $\mathcal{M}^k(a_{\text{card}}|a)$ and $\mathcal{R}^k(s')$ are inferred using Bernoulli posteriors. As in [14], we shall refer to this as a joint clustering agent.

2.2.3 Meta-agent

As noted above, an agent that clusters components independently can compositionally generalize to new tasks but will fail to leverage statistical structure when the reward and transition functions are informative of each other. For instance, in navigating a city, bike routes might correlate more with destinations such as ice cream parlours or parks but car routes might correlate more with work destinations, and an agent could theoretically recognize and exploit such correlations. In gridworld tasks with sparse rewards, an agent will generally learn $\mathcal{M}^c$ first and only learn $\mathcal{R}^c$ when it reaches a goal. There will therefore be a distinct advantage towards agents that can predict $\mathcal{R}^c$ from $\mathcal{M}^c$, when such a predictive relationship exists. In the extreme case where $\mathcal{M}^c$ is entirely predictive of $\mathcal{R}^c$ (for instance, when each $\mathcal{M}$ is paired with exactly one goal, making the goal entirely predictable from the mapping), the joint clustering agent will outperform the independent clustering agent, as shown in prior work [14] and as we shall see below. Humans are capable of flexibly adapting to both types of task statistics [14], which raises the question of how this flexibility can be captured in artificial agents. To address this, [14] developed a mixture model that infers whether environment-wide task statistics are better modelled by independent or joint clustering models and then acts accordingly,

$$P(m_i|D) \propto P(D|m_i = \text{Indep})P(m_i = \text{Indep}) + P(D|m_i = \text{Joint})P(m_i = \text{Joint}),$$

where $m_i \in \{\text{Indep, Joint}\}$ denotes the model type. This was called a meta-agent because it performed inferences over two lower level (joint and independent) inference architectures. The main limitation with this approach is that all tasks get projected onto either joint or independent statistics, yet most naturalistic environments have statistics that fall somewhere in between. In particular, tasks may actually include both joint task structures existing alongside several contexts with independent structural statistics, and such an agent would fail to discover and reuse these different types of structural statistics. For instance, in our earlier navigation example, one might always drive to work destinations, making this task special and its joint structure something worth learning and transferring as a whole, but one might otherwise favour biking or driving equally for any other destination. The meta-agent would be suboptimal in such cases, and a more powerful algorithm is therefore needed to learn mixed statistics like these.

2.2.4 Hierarchical agent

Here, we develop a novel, more expressive hierarchical agent, based on the hierarchical Dirichlet process. In contrast to the meta-agent, which can only be optimal if the environment is uniformly joint or independent, our agent is capable of learning and exploiting a wider range of statistical task structures that may exist alongside each other within the same environment, a situation more typical of naturalistic environments. Importantly, our agent performs inference over a more expanded hypothesis space covering a broader range of statistical structures between $\mathcal{M}$ and $\mathcal{R}$, but which includes independent and joint clustering as special cases.

The key idea behind the hierarchical agent is to have it learn and transfer task components as well as any statistical relationship between those components (generative structures that may produce them jointly). It does this by inverting a non-parametric, hierarchical generative model for these components (Fig. 2c). In our navigation task, the different rooms can be regarded as belonging to different “room types” that generate different statistics in $\mathcal{M}$ and $\mathcal{R}$. More precisely, different room types will generate different conditional distributions over $\mathcal{M}$ and $\mathcal{R}$. Some types can generate a deterministic distribution over $\mathcal{M}$ and $\mathcal{R}$ to yield joint structures, while other types can generate more independent statistics, thus allowing both joint and
independent generative structures to coexist alongside each other in the same environment. The idea behind
the hierarchical agent is to invert this generative model and cluster contexts not just according to mapping
and reward functions (which the independent agent does) but also according to the room types that generated
them. In this way, the hierarchical agent clusters contexts not just according to task components but also
according to generative structures.

The hierarchical agent introduces, at the highest level, a DP (Fig. 2c, green nodes) for clustering contexts
by room types (note the same framework could be used for any type of cMDP, but here we focus on rooms in
gridworlds). Each room-type cluster defines its own pair of DPs for clustering mapping and reward functions
(Fig. 2c, blue and red nodes inside plates). These room-specific DPs model distributions over $M$ and $R$ that
are conditional on the room type. Because different room types can induce different distributions over $M$
and $R$, statistical associations between $M$ and $R$ may be prevalent in some room types (that is, $M$ may be
predictive of $R$). The agent can also leverage information about the prevalence of each mapping and reward
function across the entire environment (all rooms); indeed, it additionally maintains a pair of DPs outside the
rooms that cluster mapping and reward functions across the environment (Fig. 2c, blue and red nodes outside
plates), and the room-specific clusters are assumed to be drawn from these environment-wide clusters, hence
forming a hierarchical Dirichlet process (hDP). In the terminology of hDPs, the room-independent DPs serve
as parental processes while the room-specific DPs serve as children processes. The room-independent DPs
serve the essential role of factorising task components across the entire environment so that they can be
recombined in novel ways in novel room types. Moreover, the same room-independent parental cluster can
be inherited by multiple room-specific children DPs, mirroring the way in which the same task components
can be used in multiple different structures, which is the essence of compositional generalisation. Indeed, it
is important to note that all children clusters that inherit from the same parental cluster will model the same
$M$ or $R$ function, in that any Bayesian update to a function made in one room will immediately update the
function for all other rooms that use it.

Note that the hierarchical agent is a fundamentally different solution than the meta-agent, which only
tries to infer whether an entire task domain is independent or joint, but cannot discover any substructure
within the domain. As an analogy, in the navigation example, the hierarchical agent can discover that
tavel by bike tends to co-occur with ice parlour destinations and therefore treat this as one generative
structure, while simultaneously recognising that most other destinations and modes of transport tend to be
uncorrelated and therefore independent of each other; the meta-agent is unable to recognise this, instead
treating the relationship between modes of transport and destinations as always independent or always joint
according to whichever strategy gives the best performance.

In sum, the hierarchical agent (Fig. 2c) consists of several components, each serving a distinct purpose:

i) a DP, $P(c \in k_{\text{room type}})$, that clusters contexts according to room types (allowing for different latent
generative structures within the same environment). $P(c \in k_{\text{room type}})$ is governed according to (9) with
hyperparameter $\alpha = \alpha_{\text{room type}}$ and corresponds to the green nodes in Fig. 2c. Note that although we
use “room types” here to capture an environment made up of multiple rooms, the formulation is general
and could equally apply for example to a “musical instrument type” in an environment of instruments,
“sport types” in a decathlon, etc. Formally, the DP is given by

$$
\rho \sim DP(H_{\text{room type}}, \alpha_{\text{room type}}) \quad k_{\text{room type}} \sim \rho,
$$

where base distribution $H_{\text{room type}}$ generates a clustering $\rho$ of contexts according to room type and is
controlled by a concentration hyperparameter $\alpha_{\text{room type}}$. This clustering $\rho$ in turn generates specific
room-type clusters $k_{\text{room type}}$.

ii) a pair of parental DPs (blue and red nodes, respectively, outside plates in Fig. 2c) for clustering task
components $M$ and $R$ across the entire environment. As described above, these parental DPs play the
essential role of factorising task components across the environment so that $M$ and $R$ can be learned
independently of each other and reused in novel combinations inside novel structures (i.e. the “room
types” in our framework). The room-specific children DPs (which we describe below) will inherit their
Figure 3: (a) Room clusters (large circles) can capture a variety of structures from purely joint (yellow clusters, wherein a given mapping function is always paired with a corresponding reward function) to those with completely independent components (brown cluster). Orange clusters represent an intermediate case, wherein a given mapping function is typically applied with a small set of possible reward functions or vice versa. Each room cluster contains its own pair of children CRPs for $\mathcal{M}$ and $\mathcal{R}$, represented by the chains of small circles, with each small circle representing a single cluster within the CRP. (b) Even within an independent room cluster, one of the mappings or reward functions could be more popular than the others. Here, a variety of distinct contexts (small colored dots) are assigned to this room cluster (large brown circle). Each context is also assigned a $\mathcal{M}$ cluster (small colored dots surrounding the $\mathcal{M}$ circles) and an $\mathcal{R}$ cluster (small dots circles surrounding the $\mathcal{R}$ circles). For this cluster, the top blue $\mathcal{M}$ cluster has been assigned far more contexts than all the other $\mathcal{M}$ clusters; likewise for the top $\mathcal{R}$ cluster.

Formally, these DPs are given by

$$M_P \sim DP(H_M, \alpha_P) \quad \Gamma_P \sim DP(H_R, \alpha_P),$$

where base distributions $H_M$ and $H_R$ generate clusterings $M_P$ and $\Gamma_P$ of contexts according to whether the contexts share $\mathcal{M}$ and $\mathcal{R}$; clustering is controlled by the concentration hyperparameter $\alpha_P$. (Further information on the specification of $H_M$ and $H_R$ is given below.)

iii) within each room cluster, a pair of DPs, $P(c \in k_M | c \in k_{\text{room-type}})$ and $P(c \in k_R | c \in k_{\text{room-type}})$, for clustering contexts according to common $\mathcal{M}$ and $\mathcal{R}$ functions respectively (blue and red nodes, respectively, inside plates in Fig. 2c). These clusterings inherit their clusters from the parental processes above and allow the agent to represent potential covariances between task components according to the corresponding generative structure. They are also governed by (#10) with hyperparameter $\alpha = \alpha_{Ch}$. Each cluster in this clustering determines corresponding likelihood functions $\mathcal{M}$ and $\mathcal{R}$, for which the parameters are unknown and inferred through Bayesian posteriors (#10) and (#11) respectively – these define the base distributions $H_M$ and $H_R$ for the parental processes introduced above.

Formally, the DPs are given by

$$ (M_k|M_P) \sim DP(M_P, \alpha_{Ch}) \quad (\Gamma_k|\Gamma_P) \sim DP(\Gamma_P, \alpha_{Ch}), $$

We note that the parent CRPs also express a different type of prior compared to their children. The children CRPs are much like their counterparts in the non-hierarchical agents – in the absence of any data, clusters that were more popular in a given room type will be favoured for other novel contexts associated with that room type. A parent CRP, instead, has a bias towards diversity. It will prefer clusters that appear across a wider range of children CRPs over ones that might be far more frequent overall but special to a smaller number of children CRPs. This captures the intuition that a task component for a novel structure is more likely to be one that is generic to all structures rather than idiosyncratic to a few.
where parental clusterings $M_P$ and $\Gamma_P$ from (15) now serve as the base distributions for these DPs. Clusters in $M_P$ and $\Gamma_P$ in turn define likelihood functions for mappings and rewards

$$(\mathcal{M}^i|k) \sim M_k$$

$(\mathcal{R}^j|k) \sim G_k,$

(17)

where $i$ and $j$ index clusters in $M_k$ and $G_k$. These functions, in turn, generate the observed transitions $t = (a_{\text{card}}|a)$ and rewards $r$

$$(t|k) \sim \mathcal{M}^i(a_{\text{card}}|a)$$

$$(r|k) \sim \mathcal{R}^j(s).$$

(18)

As mentioned above, the parameters for $\mathcal{M}$ and $\mathcal{R}$ are unknown to the agent and must be inferred. Note that if mapping cluster $i_1$ in room $k_1$ and mapping cluster $i_2$ in room $k_2$ inherit from the same parental cluster $k_M$ in $M_P$, then their corresponding posteriors for the parameters of $\mathcal{M}$ will be the same (i.e. $\mathcal{M}^{i_1} = \mathcal{M}^{i_2} = \mathcal{M}^{k_M}$) even though the clusters belong to different room types; likewise for $\mathcal{R}$. In this way, information about shared task components gets pooled across different room structures.

For ease of reference, all variables appearing in the hierarchical agent has been summarised in Table [1].

<table>
<thead>
<tr>
<th>Variable</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>$\mathcal{M}^i$</td>
<td>Mapping function corresponding to cluster $i$ in a DP.</td>
</tr>
<tr>
<td>$\mathcal{R}^j$</td>
<td>Reward function corresponding to cluster $i$ in a DP.</td>
</tr>
<tr>
<td>$H_{\text{room_type}}$</td>
<td>Base distribution for the DP generating clusterings of contexts by room type.</td>
</tr>
<tr>
<td>$H_{MP}$</td>
<td>Base distribution for the room-independent parental DP generating clusterings of contexts by shared mapping functions.</td>
</tr>
<tr>
<td>$H_{\Gamma P}$</td>
<td>Base distribution for the room-independent parental DP generating clusterings of contexts by shared reward functions.</td>
</tr>
<tr>
<td>$\rho$</td>
<td>A realisation of a clustering generated by the room type DP.</td>
</tr>
<tr>
<td>$k_{\text{room_type}}$</td>
<td>Denotes both an index for a room type as well as the corresponding room-type cluster.</td>
</tr>
<tr>
<td>$M_P$</td>
<td>A realisation of a clustering generated by the parental mapping DP.</td>
</tr>
<tr>
<td>$\Gamma_P$</td>
<td>A realisation of a clustering generated by the parental reward DP.</td>
</tr>
<tr>
<td>$M_k$</td>
<td>A realisation of a clustering generated by the child DP for mappings in room type $k_{\text{room_type}} = k$.</td>
</tr>
<tr>
<td>$\Gamma_k$</td>
<td>A realisation of a clustering generated by the child DP for rewards in room type $k_{\text{room_type}} = k$.</td>
</tr>
<tr>
<td>$t$</td>
<td>Observed transitions. Takes the form of $(a_{\text{card}}</td>
</tr>
<tr>
<td>$r$</td>
<td>Observed rewards.</td>
</tr>
<tr>
<td>$\alpha_{\text{room_type}}$</td>
<td>Concentration hyperparameter for the room type DP.</td>
</tr>
<tr>
<td>$\alpha_P$</td>
<td>Concentration hyperparameter for room-independent parental DPs for mapping and reward functions.</td>
</tr>
<tr>
<td>$\alpha_{Ch}$</td>
<td>Concentration hyperparameter for room-specific children DPs for mapping and reward functions.</td>
</tr>
</tbody>
</table>

Table 1: Summary of variables appearing in the hierarchical agent and their explanation.

It is important to note that room clusters in the hierarchical agent offer a generalisation of the purely joint structures defined in the joint agents. Indeed, as a special case, these clusters can comprise specific pairings of $\mathcal{M}^i$ and $\mathcal{R}^j$ (Fig. 3, yellow clusters) – as in joint agents. On the other extreme, the agent may recognise a room cluster where the components are completely unpredictable of each other, and hence clustered independently (Fig. 3, brown cluster). These independent room clusters also permit situations in which some of the $\mathcal{M}^i$ or $\mathcal{R}^j$ clusters can be more popular than others (Fig. 3b). Finally, room clusters can also take on intermediate forms, if a given component is typically paired with a restricted set of other task components (Fig. 3, orange clusters). For instance, in room cluster 4, the dark purple $\mathcal{M}^i$ is always
applicable but can be paired with either the red $R^j$ or the pink $R^j$. Thus one can consider this like a noisy joint structure.

Note that the hierarchical agent confers a potential generalization advantage over the joint clustering agent even within purely joint room clusters. In particular, as we mentioned above, the agent can readily leverage knowledge of familiar individual task components to construct a novel joint structure; only the structure (i.e., the linking from which $M$ goes with which $R$) would have to be learnt from scratch. As an example, suppose the agent had already learnt room clusters 1 and 2 in Fig. 3 and was adding in room cluster 3, which reuses the blue $M^i$ from room cluster 1 and the pink $R^j$ from room cluster 2. Here, the agent can simply transfer these components over, even if the pairing is novel. For instance, in a new context, if the agent sees that pushing key 0 takes it up (and if this transition is unique to a given mapping), then it could immediately infer the keys for the other directions and hence transfer entire mapping functions to new structures. In contrast, the joint agent is unable to support such combinatorial transfer and would have to relearn even familiar components again when they reappear in novel ways.

More broadly, we note that the hierarchical agent subsumes the hypothesis spaces of both the independent and joint clustering agents, making the hierarchical agent more general than either of the two. Indeed, by an appropriate choice of hyperparameters, we can actually force the hierarchical agent to behave exactly like either of the two agents, showing that they are special cases. We discuss this further in the Supplement.

In principle, each DP could have its own concentration hyperparameter $\alpha$; but to reduce the model complexity, we have simplified the number of hyperparameters to just three: $\alpha_{\text{room, type}}$ for the room type DP, $\alpha_P$ for all parental DPs, and $\alpha_{\text{Ch}}$ for all children DPs. Also, we found in practice that simply setting $\alpha_P$ to 1.0 and $\alpha_{\text{room, type}}$ as well as $\alpha_{\text{Ch}}$ to 0.5, without significant fine-tuning, was sufficient to achieve good performance in our simulations.

### 2.2.5 Flat agent

For comparison, we also simulated an agent that does not transfer any prior knowledge and instead constructs a new model for each room. In each new context, it will learn both $M^c$ and $R^c$ from scratch. One can think of this as a joint or independent agent where contexts $c$ map one-to-one onto clusters $k$; that is, $k = c$. Following [14], we call this the flat agent (to contrast it with the other agents that are hierarchical, in the sense that they cluster latent states which then define the mapping and reward functions).

![Figure 4: Independent environment](image)

(a) Independent environment

(b) Simulation results. Hierarchical agent’s performance is equivalent to that of the independent agent and is occluded by it. Error bars show standard error of the mean.
2.3 Four variants of compositional gridworld environments

To explore (ecologically motivated) situations that might benefit from the different agents, we constructed four versions of our cMDP environment. The first environment involves task structures that are composed independently from the task components, making this environment better suited to the independent agent but not the joint one. Conversely, the second environment involves tasks in which mapping functions are paired with specific reward functions, making it better suited to the joint agent instead. The final two environments involve mixtures of correlational structures that can co-exist in various (and more naturalistic) ways. Although the meta-agent can handle the first two environments (because it arbitrates between independent or joint clustering strategies), we find that only the hierarchical agent is adaptive across all four environments.

2.3.1 Independent environment

We refer to the first environment as the independent environment: mapping and reward functions are counterbalanced to give statistical independence between them (Fig. 4a). Two distinct mapping functions are paired with two distinct goal locations, giving a total of four unique pairings and hence four unique contexts. A given mapping is not predictive of a given goal (hence independence)\(^2\). Contexts appear in random order and are visited a total of four times across the entire environment. Again, contexts (and hence room identity) are observed by the agent. In this environment, an agent that can exploit the tasks’ compositional structure by independently clustering and transferring the reward and mapping functions will exhibit an advantage, as shown by [14]. In contrast, agents that only transfer the entire model (the joint mapping-reward functions) would perform suboptimally when these functions reappear in novel combinations.

Fig. 4b shows how many steps each agent needed, on average, to reach the goal in a context as a function of how many times the agent has seen that context. As expected, the independent clustering agent shows the most effective transfer, needing the fewest actions on average to reach the goal in a novel context, while the joint agent is almost as suboptimal as the flat agent. The independent agent can leverage the knowledge from previous contexts about the likely \(M\) and \(R\) functions (in contrast to the flat agent) without assuming that knowledge of one is indicative of the other (in contrast to the joint agent). As shown in [14], the meta-agent can also transfer effectively, as its hypothesis space subsumes that of the independent agent. The same property emerges from the hierarchical agent here, confirming that it can also easily identify independent structure even though (unlike the meta-agent) it is not given this structure as one of two a priori hypotheses.

2.3.2 Joint environment

We next consider an environment where mappings are paired in a one-to-one manner with goals to make one entirely predictive of the other (Fig. 5a). We refer to this as the joint environment. Here, we use four distinct mappings and four distinct goals, but to get the one-to-one correspondence, each mapping is paired with only one of the goals, giving four unique mapping-goal pairings. Each pairing now appears as two distinct contexts to test the ability of structural transfer from one context to another that uses the same mapping-goal pairing. Contexts again appear in random order and are visited a total of four times each. This environment will favour an agent that can exploit the one-to-one correspondence between mappings and goals, and an agent that learns goals and mappings as a single structure will outperform one that treats them as independent components [14].

Fig. 5b shows this to be the case. The joint clustering agent transfers most effectively in this environment, while the independent agent is almost as suboptimal as the flat agent. The hypothesis spaces of both the meta-agent and the hierarchical agent subsume that of the joint agent as well, so their near-optimal performance suggests that they are successfully converging on hypotheses that capture the joint statistics between \(M\) and \(R\).

\(^2\)To see that the goals and mappings are statistically independent, note that given a randomly chosen context, the probability that its goal is, for instance, the blue square is \(P(\text{blue}|c) = \frac{1}{2}\) regardless of context \(c\), and this probability remains the same if the context’s mapping is also given; that is, \(P(\text{blue}|c, \text{mapping}) = \frac{1}{2}\) regardless of \(c\) or mapping. Analogous arguments follow both for the other goal as well as for showing that \(P(\text{mapping}|c) = P(\text{mapping}|c, \text{goal})\). These equalities do not hold for the joint environment that we consider later.
2.3.3 Mixed environment

So far, only the meta and hierarchical agents have been adaptive across both environments. But these environments are far from naturalistic. Independent and joint statistics represent the two extremes: in one case, the mappings and goals are in a strict one-to-one correspondence, and in the other, they are completely independent of each other. The next two environments we consider are arguably more representative of naturalistic tasks. Both require recognising that several different types of generative structures can exist alongside each other within the same environment.

Indeed, it is often the case that special joint structures will exist alongside independent ones. For instance, in navigation, one might always take a boat to go waterskiing, but be equally likely to drive, boat or bicycle to reach other goals. In music, one might always play bluegrass on a banjo but be equally likely to play classical, jazz or folk on other stringed instruments. In these cases, the waterskiing-boat and bluegrass-banjo pairings comprise joint structures that co-exist with otherwise independent structures. Our next mixed environment (Fig. 6a) explicitly combines joint structures alongside independent ones. In Fig. 6a, contexts 1-3 and 4-6 each combine one mapping with exactly one goal, making these contexts with transferable joint statistics. The remaining contexts, contexts 7-16, have independent statistics as the goals are not predictable from mappings. They combine five additional mappings with two additional goals, giving a total of 10 contexts such that every possible goal-mapping combination appears exactly once. As before, contexts appear in random order and are visited four times.

Intuitively, the joint agent shows the most effective transfer in new joint contexts (Fig. 6b), while the independent agent shows the worst; this situation is reversed in the independent contexts (Fig. 6c). The meta-agent approximates the joint agent’s behaviour in this environment. Importantly though, only the hierarchical agent is adaptive across all contexts (Fig. 6d), almost matching the joint agent’s performance in the joint contexts and the independent agent’s performance in the independent contexts. Thus, the hierarchical agent successfully learns and exploits room types that separate out the two types of joint contexts and the independent contexts from each other.

2.3.4 Conditionally independent environment

Another common situation in naturalistic settings is for structural statistics to be conditionally independent. For instance, in the city, the choice of transport method may be completely independent of the choice of destination. Along waterways, the choice of transportation, whether it be speedboat, canoe, kayak or even swimming, can also be independent of the choice of destination. However, when aggregated overall, we only have conditionally independent task statistics because choosing land transportation methods will still be predictive of city rather than water destinations, and vice versa.
Figure 6: Mixed environment. (a) The environment consists of two sets of joint contexts (contexts 1-3 and 4-6) alongside a set of independent contexts (contexts 7-16). (b) In the joint contexts, the joint, hierarchical, and meta-agent’s fractional improvement were significantly better than the independent agent’s (one-sided Welch’s t-test: \( t = 18.6, 15.1, 15.3; \ p = 2.5 \times 10^{-71}, 6.6 \times 10^{-49}, 3.8 \times 10^{-50}; \ df = 1795, 1738, 1780, \) respectively). (c) In the independent contexts, the independent and hierarchical agent’s fractional improvement were significantly better than the joint agent’s (one-sided Welch’s t-test: \( t = 11.9, 10.4; \ p = 3.2 \times 10^{-32}, 5.0 \times 10^{-25}; \) and \( df = 2993, 2993, \) respectively). (d) Across all contexts, the hierarchical agent showed the most effective transfer. Compared to the next best agent (the joint agent), it had a significantly greater fractional improvement (one-sided Welch’s t-test: \( t = 6.0, \ p = 1.3 \times 10^{-9}; \) and \( df = 4789 \)) indicating it was the most effective at transferring structural knowledge when visiting novel contexts. All error bars show standard error of the mean.

In the final conditionally independent environment, we consider such structure. Contexts are organised into two sets (Fig. 7a), each with four mappings and two goals. However, the mappings and goals in the two sets are mutually exclusive: mappings that appear in one set do not show up in the other and vice versa; likewise for the goals. Within each set, mappings and goals have independent statistics; that is, each of the four mappings in a set gets paired with each of the two goals to give eight contexts each. So the environment actually consists of two “independent structures” alongside each other – that is, a conditionally independent structure.

Because of the conditionally independent structure, an independent agent cannot be optimal in this environment because it will try to mix mappings in one set with goals in the other. Naturally, the independent statistics implies that the joint agent cannot be optimal either. In fact, only the hierarchical agent can be adaptive in this environment; it is the only agent capable of recognising the conditionally independent structure and will learn to represent it using two distinct room types that do not mix goals and mappings between rooms (Fig. 7b).
Figure 7: Conditionally independent environment. (a) Contexts are organised into two sets that use mutually exclusive mappings and goals. In each set, contexts have independent statistics, making the environment overall conditionally independent. (b) In new contexts, the hierarchical agent showed the best transfer of structural knowledge, as demonstrated by its significantly higher fractional improvement compared to the next best agent, the independent agent (one-sided Welch’s t-test: \( t = 8.2, p = 1.7 \times 10^{-16}, \) and \( df = 4766 \)).

3 Scaling compositionality to hierarchical environments

Above we showed that the hierarchical agent can discover and transfer structures across a wider range of task statistics, and is thus more expressive and general than any of the other agents. But in the environments we considered, agents had to discover just a single goal and transition function in a given context. In contrast, the compositional structure of naturalistic tasks are often more complex and hierarchical, with goal/subgoal structures to them. In such cases, compositional generalisation becomes even more critical. Indeed, as structures increase in complexity, the number of possible structures explodes combinatorially, making naive memorisation of joint structures unsustainable over an increasing number of tasks. Furthermore, most task structures that an agent encounters across its entire lifetime will likely appear only once in the exact same way, further weakening the transfer value of exact structural memorisation. Rather, smaller substructures are more likely to recur, and an agent that can learn and transfer and recompose combinations of such substructures in new ways will likely be more adaptive. In this section, we demonstrate the greater expressivity of hierarchical agents to tasks with a more hierarchical, compositional structure.

The tasks we consider below are structured hierarchically with goal/subgoal structure, a situation commonly studied within the framework of hierarchical reinforcement learning \cite{hierarchical_reinforcement_learning}. As a real world example, let us return again to our earlier navigation example. Suppose a person were visiting a city for the first time. She may hope to do several things during this trip, such as sightsee, sample the local delicacies, and enjoy the local nightlife. The success of the trip depends on how many of these activities she manages to do, but each activity takes place at a different locale around the city. Thus, the overall trip can be broken down hierarchically into first deciding the sequence in which to do things, and then for each activity, the subgoal of travelling there. The ordering of activities, however, can often be constrained by what one knows about cities and activities in general. For instance, one will generally want to have breakfast in the morning, to sightsee during the day, and to visit bars, night markets, and nightclubs in the evening. Additionally, the mode of transport can depend not only on the destination but also on higher-order contexts like the city itself, constraining modes of public transport that are most effective for given destinations. As another example, suppose one were travelling to a foreign land to conduct some business. At the start of a meeting in a conference room, the businessperson will realise that, in this context, they should first be introducing themselves and thanking their hosts. This decision about the general way to behave is inherited from their experience across many other business meetings in other cities. But the specific social norms that apply as to how to introduce, thank and greet the hosts should be informed from the local culture, and they would need to adjust their greeting “policy” accordingly, whether it be to shake hands or bow or, in the context of a global pandemic, bump elbows. Hence, the statistical dependence between task components (e.g., beh-
tween the choice of transport and the destination in the first example, or the choice of social behaviors in the second) now depends on a hierarchy of contexts, including not just local contexts but also higher-order contexts like the city or country that everything takes place in.

In these cases, solving the overall task requires implementing a hierarchical policy, which can usually be broken up into subpolicies for the different subtasks, which can in turn be recombined in novel ways to quickly solve novel macro tasks. Developing approaches to learn such hierarchical policies has been the focus of hierarchical reinforcement learning \[24, 12, 23, 25, 26\]. However, such approaches have not considered how to transfer distinct components of knowledge across levels of the hierarchy depending on both global and local contexts. Additionally, these approaches tend to focus on model-free learning of both the subpolicies and overall macro policy, whereas our approach is motivated more from the perspective of model-based reinforcement learning where the agent must instead first determine the correct compositional model of the task and then use it to solve the task through model-based planning. In the next series of tasks, we explore the possibility of scaling our approach up to tasks with such hierarchical, compositional structure.

Figure 8: Hierarchical gridworlds environment. (a) The agent has to navigate through a series of rooms in a castle. The agent starts off in a room’s upper level and must pass through doors to visit each of the room’s three sublevels. To solve a room, the agent must visit the three sublevels in the correct order (indicated by the numbered sequence over the door squares). The agent enters a sublevel by stepping on the correct coloured square, which leads the agent into the sublevel (orange arrows). Upon successfully completing a sublevel, the agent is taken back to where it left off in the upper level (blue arrow). After visiting all sublevels, the agent can pass through a fourth door to advance to the next room (pink bridge) or end the task if in the final room. Each upper level has the same four doors (b) but the order in which they must be visited changes from room to room (numbered sequence). Each sublevel has four possible goals (c), but only one of these is correct (star) and leads back to the upper level. Which goal that is changes from sublevel to sublevel (orange arrows), and this also changes between upper and sublevels; some of these repeat will repeat though and can therefore be reused to facilitate transfer (repeated colours in the sublevels). In the example here, the final room repeats the same set of sublevel mappings as in the first room but the same upper level door sequence as in the second room. In the diabolical version of this environment, if the agent attempts the wrong door (i.e., it attempts a door out of order) or if it goes to the wrong sublevel exit, it is sent back to the beginning of the task, making mistakes extremely costly.
3.1 Castle – dungeon problems: Sequences of hierarchical gridworld rooms

We now consider environments where the agent must navigate a series of hierarchically structured rooms in a castle (Fig. 8). Each room has an upper level and three sublevels (reminiscent of “underground” levels in the “Super Mario Bros” video game or “dungeons” in “Zelda”), and each level is a gridworld. The agent starts in the upper level and must navigate to a sequence of four doors in the correct order (Fig. 8b). The first three doors leads the agent to each of the sublevels (orange arrows in Fig. 8a), where the agent has to navigate to a target location to return to the upper level. When the agent reaches the fourth door, it finishes this room “level” and advances to the next room (or ends the task if it is the final room), but only if the agent has first completed the first three sublevels in that room. To avoid having a non-Markovian reward function, the agent’s state information in the upper level includes how far along has it progressed in the door sequence.

Each sublevel itself (Fig. 8c) comprises another room with four exits, but where only one is correct and leads the agent back to the upper level (blue arrows in Fig. 8a).

We consider two versions of this hierarchical environment. The first is essentially a modification of the “diabolical rooms” environment from [14] to include hierarchical structure. In the original environment, the agent had to navigate through a sequence of compositional gridworld rooms (like those studied in the previous section), where the mappings and reward function (goals; i.e., which door to enter to reach the next room) in any given room might be similar to one of the previous rooms. But the diabolical nature of the environment refers to the additional challenge whereby if the agent goes to the wrong door in any room, it will return back to the start of the first room, making mistakes extremely costly. There is thus a large advantage towards agents that can transfer prior knowledge compositionally; this advantage grows with the number of rooms and the size of each one [14]. Here we significantly enhance the challenge imposed on the agent further: the environment is both diabolical and hierarchical. Thus, any mistake (within either upper or sub levels) will send the agent back to the beginning of the entire environment, again putting pressure on the agent to leverage prior knowledge about rooms and sublevels effectively.

In second version of the environment, to better examine transfer in individual rooms, we remove the diabolical part of the environment. The agent can keep exploring a room until it finds the correct exit, whereupon it enters the next room (or the task ends if it is the final room). The set-up is similar to the non-hierarchical environments studied earlier. Each room is now associated with a context, each context is visited four times across the entire environment, and contexts are visited in random order.

All environments used a total of 16 hierarchical rooms, giving a total of 64 gridworlds (including the upper level and three sublevels for each room). For both diabolical and non-diabolical versions, we manipulated the generative statistics of the environment to generate three environment types:

1. Independent statistics. This environment used a total of four distinct mappings, four distinct door sequences, and all four possible sublevel exits. To generate independent statistics, the applicable mappings, door sequences in the upper rooms, and exits in the sublevels were all randomly paired with each other; that is, knowledge of the mapping or reward function in any level was not informative of the others in that level or the other levels. Nevertheless, to ensure that there was a benefit to leveraging prior knowledge, some mappings, door sequences, and sublevel exits were more prevalent than others. Thus an agent could improve performance by, for example, reusing popular mappings in a room or
sublevel that it had encountered in combination with a different door sequence.

2. Joint statistics. In this case, the upper level mapping was entirely predictive of both the door sequence and the mappings and exits in each of the room’s sublevels. Again, some of the mappings, and by extension the doors and sublevels they predict, were more prevalent than others. Transfer could be improved by recognizing and reusing this joint association.

3. Mixed statistics. This environment had three rooms with strictly joint statistics, four where the upper level mappings were predictive of doors and sublevel exits but not sublevel mappings, and nine with completely independent statistics between all mappings and reward functions.

3.2 Agent architectures for the hierarchical environments

We ran a flat agent (as in the earlier simulations, the flat agent had no clustering or generalization abilities, but was still a model-based agent), an independent clustering agent, and a hierarchical agent on the hierarchical environment. As above, the agents are endowed with knowledge of the general structure of the tasks: in this case, that there are rooms consisting of upper levels and sub-levels, with goals and mappings to be learned for each. We generalized the agents described in the earlier sections to allow for clustering of these higher level structures. Indeed, our hierarchical environments can be reduced to the non-hierarchical ones if the first door in the sequence for each upper level led directly to the next room; our extended agents for the hierarchical environments could then be directly run on the non-hierarchical ones.

The independent agent clusters each task component independently of the others (Fig. 9). One DP is used to cluster mappings across the entire environment, and another is used to cluster exits for all sublevels. The agent also maintains distinct DPs to cluster reward functions for each position in a door sequence.

The hierarchical agent, in contrast, can simultaneously represent independent and joint structure, as it clusters task components at multiple levels of hierarchy (Fig. 10). Just as in the non-hierarchical

---

3Unlike previously, we did not include a fully joint agent as jointness can be defined on multiple levels, such as across the entire environment, at the level of individual upper and sublevels, at the level of sublevel sequences within a room, and at the level of exit sequences amongst a room’s sublevels, to name just a few possibilities. The task structure involves many subcomponents which affords many possibilities of jointness, and selecting one or a subset of agents that assume different types of jointness would involve a certain degree of arbitrariness. For this reason, we have chosen not to include a joint agent baseline for these tasks. Indeed, as we mentioned earlier, the combinatorial explosion in the number of different possible structures due to the increased complexity of task structure implies that many structures are never seen twice in exactly the same way in an agent’s lifetime. In such cases, memorising all possible structures an agent sees throughout the course of its lifetime would be a highly suboptimal strategy to follow.
environment, it maintains one clustering of room clusters (Fig. 10, dark green nodes) that capture higher-order structural information, though these now describe the structure of hierarchical rooms. In addition to mapping and reward functions, the hierarchical agent recognises two additional structural components that go into composing hierarchical rooms: the sublevel structures and upper level door sequences. These components are composite substructures that hierarchical rooms can reuse, and are themselves decomposable into smaller, more primitive structural components. Note that, unlike previously, this composition gives the agent the ability to transfer structural knowledge not just at the macroscopic room-level, but also at other levels of the structural hierarchy; indeed, substructures like sublevels and door sequences are more likely to recur than entire room structures, and the agent can recognise and reuse these substructural motifs across different rooms whenever they occur. As with the previous hierarchical agent, this hierarchical agent also clusters each structural component in a hierarchical manner:

1. **sublevel structures** (Fig. 10, inner-most plate) are like the room structures of the previous hierarchical agent in that they consist of one DP for clustering sublevel mappings (blue node) and a separate DP for clustering sublevel reward functions (red node), making them composite structures. These structures are clustered in a hierarchical manner (Fig. 10, lime green nodes) starting from a parental DP that clusters sublevel structures across the entire environment followed by a room-specific DP that clusters sublevels independent of their order in the room; this latter clustering induces a distribution over possible sublevel structures specific to that room. This is then followed by three further order-specific DPs (Fig. 10, middle plate) that induce different distributions over sublevel structures according to the sublevel’s position in a room (i.e., the first DP models the distribution over different possible structures that appear as the room’s first sublevel, the second DP for the room’s second sublevel, etc).

2. door sequences can be regarded as a composition of four reward functions, one for each door in a sequence. **Door sequence structures** consist of four DPs that cluster reward functions, one for each position in a door sequence (not shown in figure for conciseness). These structures are intended to model statistical correlations between door locations in a sequence, with each DP modelling the distribution over reward functions for the corresponding sequence position. The structures are themselves clustered in a hierarchical manner (Fig. 10, orange nodes) starting with a parental DP that clusters sequence structures across the entire environment followed by a room-specific DP that captures the distribution over sequence structures for that particular room type.

3. mapping functions, as in the previous hierarchical agent, are clustered in a hierarchical manner (Fig. 10, blue nodes) starting with a parental DP independent of any room followed by several children DPs inside the room structures. One of these models room-specific distributions over possible mapping functions for the room’s upper level. The others also model distributions over possible mapping functions for the sublevels.

4. reward functions are also clustered in a hierarchical manner (Fig. 10, red nodes), as in the previous hierarchical agent. Again, hierarchical clustering starts with a parental DP independent of the rooms followed by several children DPs inside room structures. Several of these lie within the door sequence structure described above, while the others lie within the sublevel structures. Each models distributions over possible reward functions conditioned, respectively, on the door position within a door sequence structure or on the type of sublevel.

Note that the hierarchical clustering of all structural components always starts with a parental DP that is independent of any hierarchical room structure, allowing for the factorisation of task components so that they can be recomposed in novel combinations inside novel room structures. While there are alternative generative models for this environment, based on different hierarchies that the hierarchical agent could have used, our primary interest was not to determine the most optimal architecture but rather to demonstrate that endowing a clustering agent with hierarchical structure enhances expressivity because of the potential for compositional transfer at different levels of the hierarchy.

Finally, we note that for this agent, it was sufficient to set all concentration hyperparameters \( \{\alpha\} \) to 1.0 to obtain good performance.
3.3 Results for the diabolical environments

In all three diabolical environments, the independent and hierarchical agents greatly outperformed the flat agent baseline, needing far fewer steps on average to solve these environments (Fig. 11), indicating that they successfully leveraged experience from previous rooms to solve new ones more quickly. Moreover, the hierarchical agent significantly outperformed the independent agent, as it was able to exploit higher order statistical structures in the rooms, while retaining the independent components. Surprisingly, the hierarchical agent even outperformed the independent agent in the environment with independent statistics. As we will see below, this improvement was simply due to imperfect independence of the generative statistics: unlike in the non-hierarchical task, the combinatorial explosion in complexity arising from the multiple task components made it difficult to ensure complete independence of task statistics within only a limited number of rooms. The better performance of the hierarchical agent shows that it is sensitive enough to pick up on any residual structure that may lurk within the task statistics.

If the hierarchical agent performs better than the independent agent, it must be able to predict the correct goal whenever it sees a gridworld room for the first time. Figs. 12a-b show the fraction of times each of the agents predicted the correct goal in the first opportunity to do so (i.e., for a novel position in a door sequence or the correct exit for a novel sublevel). We see that, as expected, the flat agent’s performance is near chance level of 0.25, but the independent and hierarchical agents’ performances are much higher. Notably, the hierarchical agent’s better performance is driven by its ability to predict the next door in a sequence; Figs. 12c-f show that this advantage only emerges from the second door onwards. This result suggests that the hierarchical agent is exploiting residual structure in the door sequences.

To better understand this, we quantify the information theoretically available to an agent about structure between task components. Let us suppose the agent has already seen the following sequences of mappings and doors in the upper levels,

\[
\begin{align*}
A &\quad 1 \ 3 \ 4 \ 2 \quad A &\quad 2 \ 2 \ 4 \ 3 \\
B &\quad 3 \ 1 \ 2 \ 3 &\quad B &\quad 1 \ 2 \ 1 \ 4 \\
C &\quad 4 \ 1 \ 3 \ 1 &\quad C &\quad 4 \ 1 \ 4 \ 1
\end{align*}
\]

where letters denote different mappings and numbers denote doors. When an agent enters a new room, it will learn the mapping first before it gets any goal information. If it learns that the mapping is A, it will not be able to tell whether the first door will be 1, 2, 3, or 4, as all possibilities follow mapping A. If it then learns the first door is 1, 2, or 3, it can immediately infer the rest of the sequence, since knowing any of these is sufficient to narrow down the possibilities to just one unique sequence. But if it sees door 4 instead, it will need to learn the identity of the next door before it can uniquely determine the rest of the sequence. Alternatively, if the agent learned the mapping was B, it would only need to know the identity of the first

Figure 11: Hierarchical diabolical rooms environments. Total number of steps each agent needed to solve each environment. Results are averaged across 50 runs; errorbars indicate standard error of the mean. The hierarchical agent outperformed the independent agent in all three environments (one-sided Welch’s t-test: $t = 4.9, p = 1.7 \times 10^{-6}$, $df = 86$ for independent environment; $t = 13.5, p = 3.0 \times 10^{-20}, df = 61$ for joint environment; $t = 12.9, p = 1.7 \times 10^{-20}, df = 71$ for mixed environment). The independent agent, in turn, outperformed the flat agent (one-sided Welch’s t-test: $t = 10.3, p = 4.4 \times 10^{-15}, df = 59$ for independent environment; $t = 14.3, p = 1.9 \times 10^{-23}, df = 75$ for joint environment; $t = 12.5, p = 5.2 \times 10^{-20}, df = 71$ for mixed environment).
Figure 12: Probability of successful first visits. (a)-(b): The hierarchical agent significantly outperformed the independent agent when predicting doors but not sublevel goals (one-sided Welch’s t-test: \( t = 8.8, p = 9.3 \times 10^{-19}, df = 6331 \) for upper level doors; and \( t = 1.6, p = 0.053, df = 4759 \) for sublevel goals). (c)-(f): For the upper level doors, the hierarchical agent significantly outperformed the independent agent when predicting the second, third, and fourth doors (one-sided Welch’s t-test: \( t = -1.4, p = 0.14, df = 1586 \) for door 1; \( t = 7.6, p = 2.1 \times 10^{-14}, df = 1570 \) for door 2; \( t = 5.4, p = 4.7 \times 10^{-10}, df = 1572 \) for door 3; and \( t = 6.1, p = 5.0 \times 10^{-10}, df = 1566 \) for door 4).

door before it could figure out the entire sequence. And if it learned the mapping was C, it could immediately infer the entire sequence right away, although such a coincidence of a mapping paired with just one door sequence was highly unlikely in our environments. The amount of information that a partial sequence \( s \) tells an agent about the complete sequence can be quantified using the Shannon information

\[
I(s) = - \ln p(s),
\]

where the probability is computed with respect to the dictionary of all sequences. Since dictionaries can be of varying sizes across different simulations, we normalise this with respect to the total information obtained when the entire sequence is learned; that is,

\[
i(s) = - \frac{\ln p(s)}{\ln N},
\]

where \( N \) is the total number of unique sequences.

To see whether the hierarchical agent was exploiting residual regularities in the door sequences left in the independent task, we performed several tests on the fractional information content of the partial sequences. We divided the partial sequences into two sets, one where the hierarchical agent succeeded at guessing the correct door but the independent agent failed, and one where either the independent agent succeeded or the hierarchical agent failed (that is, where the hierarchical agent was not more successful than the independent agent). We found that when the hierarchical agent was more successful, the fractional information content of the partial sequences was significantly higher (one-sided Welch’s t-test: \( t = 9.8, p = 5.7 \times 10^{-22}, df = 911 \)). We also ran a logistic regression to predict the probability that the hierarchical agent will be more successful
at guessing the door from the fractional information available (Fig. 13). A likelihood ratio test showed that this model was significantly better than one where the probability was the same across all levels of fractional information \( (p = 2.99 \times 10^{-18}) \). These results indicate that the agent is likely exploiting structure in the door sequences, which it may do by having more joint-like representations in its door sequence clusters. As we discussed above, most naturalistic tasks of sufficient complexity will rarely repeat in the exact same form twice within an agent’s lifetime; instead, one is more likely to find substructural motifs repeating across different structures. The finite dictionary of sequences used in this environment makes that even more the case here, so an agent that can learn and re-use repeated joint sequences will be more optimal. Our results indicate the hierarchical agent is doing this as evidenced by its better ability to predict the next door in a sequence.

The Supplement provides additional histograms showing the distribution in the total number of steps each agent needed to solve each of the tasks described above.

### 3.4 Results for the non-diabolical environments

As another means of diagnosing agent transferability, we subjected them to non-diabolical versions of the hierarchical environment. Across all types of task statistics, the hierarchical and independent agents demonstrated significant positive transfer in novel contexts compared to the flat agent baseline, with the hierarchical agent being the better of the two (Fig. 14). In the independent environment, the difference between the hierarchical and independent agent was less pronounced. In the mixed environment, we also examined agent performance in different settings, including upper or sub levels only, or independent, joint, or mixed contexts only, and found the hierarchical agent to still outperform the independent agent regardless of the setting (Fig. 15 in Supplement). Finally, the Supplement provides additional violin plots showing the distribution in the number of steps each agent needed to solve these environments.

![Figure 13: Probability of the hierarchical agent being more successful at guessing the correct door plotted against the (z-scored) fractional information content available about door sequences. Bars show the fraction of times the hierarchical agent was more successful for different bins of fractional information; the navy line shows the logistic fit. Data was aggregated across all rooms and all 50 simulations.](image)

![Figure 14: Results for the non-diabolical hierarchical task environments. In all cases, the hierarchical agent’s fractional improvement was significantly better than the independent agent’s (one-sided Welch’s t-test: \( t = 3.1, p = 0.0010, df = 1596 \) for the independent environment; \( t = 8.5, p = 1.5 \times 10^{-17}, df = 1547 \) for the joint environment; and \( t = 6.4, p = 1.5 \times 10^{-17}, df = 1518 \) for the mixed environment; ).](image)

---

This may be because the diabolical nature of the previous environments amplified any performance advantage one agent has over the other, because over repeated resets, any small performance difference in individual gridworlds will eventually accumulate into a large final difference by the environment’s end.
4 Discussion

Taken together, our simulation results demonstrate the advantageous of hierarchical clustering for generalization within a model-based reinforcement learning setting. Previous work has demonstrated the need to independently store and cluster task components of an MDP to support flexible compositional generalisation [13]. Yet there are cases when such a strategy can actually lead to suboptimal performance, especially when there are higher order relationships binding task components together; and in such cases, an agent that generalises jointly can actually perform better. One previous approach was to use a “meta-agent” that arbitrates between joint and independent clustering strategies [14]; but such an agent is unable to recognise clusters of joint and independent task structures existing alongside each other in the same environment. Thus it has remained an open question of how an agent can balance the need to compositionally generalise while also recognising that there are situations when transferring joint structures will actually serve the agent better. One of the principal ideas put forth by this work is that an agent must be able to do both simultaneously: it must be able to learn task components independently, but it must also be able to learn the higher order structures that combine them. Our hierarchical agent is intended to satisfy these competing demands in a principled manner. Its hierarchical structure maintains a clear delineation between the independent learning of task components, as implemented by parental DPs, and the learning of structures that combine these components together in a variety of novel ways, as implemented by room clusters. This set-up naturally allows different structures to share statistical strength by pooling knowledge about shared task components, supporting compositional generalisation. Additionally, by using structure-conditioned distributions over components, our framework also allows for a more probabilistic version of structures where component identity can be stochastic (Fig. 3). As validated by our simulations, our hierarchical agent framework leads to better and more flexible transfer across a wider range of task statistics, including those that have hierarchical goal-subgoal structure.

Indeed, theoretical formulations of compositional generalisation have often emphasised the importance of *systematicity* [10, 53], where to generalise effectively in compositional settings, one must learn not only the constituents of the composition but also the ways in which they can be combined together, what in natural languages corresponds to syntactic structures [16]. Recently, [53] has also emphasised the importance of systematicity to compositional generalisation in reinforcement learning; however, they only considered the simpler problem of compositional interpolation where the agent is asked to generalise to any novel combination of familiar task dimensions, which the independent clustering agent we considered above could readily handle. But as we explained above, naturalistic task domains might have additional structure to its compositions, such that certain pairings are more prevalent than others. This can be regarded as a stronger form of systematicity in compositional RL and is a closer analogue to the syntactic structures found in natural languages. As a linguistic analogy, consider the words “water”, “kettle”, “on”, “the”, and “is”. There are 120 different permutations of these five words, but only a small subset will form meaningful propositions; for instance, the propositions “water is on the kettle”, “the kettle is on water”, “the water kettle is on” are all meaningful, but “kettle is water on the” is not. Analogously, the stronger form of systematicity we consider here recognises that in the space of all possible combinations of task components, certain combinations will be far more prevalent than others. As such, systematicity requires learning not just the constituent components, which the independent agent is capable of doing, but also the structures that combine them. This is something that only the hierarchical agent, by its design, is capable of accomplishing.

Although we have focused on compositions of rewards and transitions, our framework is quite general and can be applied to any type of compositional, hierarchical model structure. For example, the transition function itself might have further substructure where transition functions covering one region of state space might be composed with another transition function covering a different region (retaining our navigation example, one might drive across a city to a pedestrianised zone and then walk through that zone to reach a destination). Conceivably, these compositions could have independent, joint, or mixed statistics, and our framework would be able to discover and transfer such substructures in the mapping function. On a higher level of abstraction, high-dimensional MDPs, as one finds in sensory-rich naturalistic tasks, can often be compressed to discover regions of state spaces that are equivalent for the sake of planning. Discovery of such lower dimensional latent states allows an agent to transfer to novel MDPs with entirely novel reward and transition functions, as long as they retain the abstract latent structure [42]. Indeed, this work showed that one could discover useful abstractions in a guitar playing task (e.g., that all fret positions that yield a “C”
note are equivalent) that allows an agent to much more rapidly learn new scales. This framework would be yet more powerful if it could compose and transfer substructures without requiring the previous abstraction to hold in all regions of the state space.

Related work

Compositional generalisation in other domains

Most prior work on compositional generalisation has been in the domains of natural language processing \cite{16, 17, 18} and concept learning \cite{19, 20, 21, 22}. In reinforcement learning, the primary focus has been on constructing new policies compositionally, the topic of hierarchical reinforcement learning \cite{23, 24, 25, 26, 12, 27, 28, 29, 30, 31, 32}. But compositional generalisation over model structures – one important means by which we acquire models to support model-based planning – has received limited attention so far. Dayan \cite{54} considered a factorisation of value functions into reward functions and a predictive representation of future state occupancies, known as the successor representation, which has received renewed interest in recent years \cite{55, 56, 57, 58, 41, 59}. But this factorisation is constrained to one dimension and therefore supports limited compositionality. Moreover, the successor representation is policy-dependent and therefore cannot support transfer of model-based planning even in structurally similar environments \cite{60, 42}. More recently, Whittington \textit{et al.} \cite{61} have considered a Tolman-Eichenbaum machine that factorises environments into objects and the abstract space they occupy, but this only supports the ability to associate different sets of objects with the same underlying Euclidean space, and not compositional generalization of the type we explore here.

Perhaps one of the first works to study compositional generalisation over task structures is \cite{14}. In this work, agents learn task components, specifically reward and transition functions, independently of each other and, wherever possible, recombine them in novel ways to quickly solve new tasks. All these approaches to task decomposition, however, have the common limitation of treating task components as completely independent of each other; they are unable to learn and transfer higher order statistical structures between components whenever such structures exist. Indeed, the situation is somewhat analogous to that in natural language processing, where a distinction has been made between semantic and syntactic structures \cite{16} – to generalise to new sentences, a language processor must be able to learn and transfer syntax as well as semantics. In task structure learning, the task components are analogous to semantics while the higher order structures are like syntaxes.

Recent work has also explored using sleep-wake algorithms to learn and infer compositional knowledge in neural networks \cite{62}. The algorithm, known as DreamCoder, focused on learning compositions of simpler functions, building a hierarchy of increasingly complex functions to solve a increasingly challenging computational tasks. One similarity to our work was their algorithm’s ability to identify reusable computational motifs that appear across a wide variety of the solutions it generated. It packages these motifs into into reusable subroutines that are then added to its library of functions that it uses for composing together new task solutions. The value of reusing recurring compositional motifs was also demonstrated in our work, particularly with the door sequence substructure in the hierarchical environments. Yet there are several differences between DreamCoder and our approach. For one, the primitive structural components considered in DreamCoder were deterministic and well-defined mathematical operators; in our case, the agent also needed to learn the parameters of the primitive components (the mapping and reward functions). Using parametric components introduced the problem of interference in learning as different tasks could require different parametrisations for the same components, and this is something our clustering algorithm was intended to solve. Another difference is that the structures considered in DreamCoder were deterministic whereas those considered here allowed for some stochasticity in the structural components, and our higher-order clustering, in the form of room-types, allowed for the possibility of separating out distinct patterns of stochasticity in its components. Yet DreamCoder may provide a solution to one unsolved problem in our approach. The hierarchical agent works by inverting a hierarchical generative model of the tasks, yet how it acquires such models remains an open question. Perhaps the model itself can be inferred compositionally through a sleep-wake algorithm much like DreamCoder’s. Indeed, its dream-like abstraction phase provides a natural mechanism for discovering substructures, such as door sequences or sublevels, that are reused across more complex structures. We leave the possibility for such a hybrid approach to future work.
Neural circuit implementations

Previous work using neural network models of the PFC-BG circuitry has shown that such models are capable of approximating non-parametric Bayesian inference over task-sets and other hierarchical task structures using a mixture of experts scheme and gating \[43, 40\], allowing the appropriate networks (and levels of hierarchy) to be deployed for a given task. The authors only considered modelling a single DP, but several of these circuits can be stacked together in a hierarchical relationship to yield an approximation of a hierarchical DP, with the higher circuit sending gating outputs to the lower circuit and which thereby influences the lower circuit’s own gating operations. Several other related neural network schemes have been advanced to model cortical recurrent networks for adaptive learning \[63, 64\] and even for guiding waves of dopamine across the striatum to support adaptive task learning in mice \[65\]. In models of category learning, neural networks have successfully learned clusters of substructures somewhat analogous to those studied here \[66\]. However, to date such networks have not been applied to sequential decision making in the model-based RL setting, which remains a considerable challenge for neural networks.

Multi-task and continual learning with mixture of expert models

Successful multi-task learning hinges on the ability to transfer effectively, that is, to abstract out latent structure that does not depend on the particularities of the context and recognise when it applies again in novel contexts. To support such transfer, we have relied on a mixture-of-experts model, where each expert specialises in one of these abstract structures. Learning tunes the parameters of these experts, and transfer is cast as a problem of Bayesian inference, where the agent must infer which expert to use. Such an approach to multi-task learning has been considered previously \[67\] \[59, 53, 40, 41, 42\]. Indeed, one of the earliest examples in reinforcement learning doing this is \[67\]. Here, they also invert a hierarchical generative process underlying the MDPs, and then infer at the top level which of previously seen MDP classes facilitates transfer to new MDPs with familiar reward and transition functions. But this work only considered transferring task structures as a whole (i.e., the joint reward-transition function). Abstract structures are often compositional, and our work examines how individual components can also be transferred into new structures. We accomplish this by applying Bayesian mixture-of-experts across the entire model hierarchy (as opposed to just the top-level), thereby endowing our agents with the ability to generalize MDP components individually while also separately learning the structural relationships between them. Related approaches to multi-task learning have also been considered in the cognitive sciences where they have been used to model transfer of latent task structures in natural intelligence. \[59\] considered the use of a Dirichlet process \[50, 52\] to model contextual Pavlovian conditioning, where animals must infer the correct stimuli-outcome contingencies depending on the latent context. \[40\] extended this to instrumental conditioning, where agents must infer latent “task set” rules that govern the relationship between stimuli, actions, and outcomes in simple bandit tasks. In sequential decision-making tasks,\[41\] used a hierarchical generative model with a Dirichlet process to learn and transfer successor representations across tasks. \[42\] used Dirichlet processes to learn and transfer compressed, reward-predictive abstractions of higher-dimensional state spaces, allowing transfer even when neither reward or transition functions are familiar. Finally, \[43\] extended the work of \[40\] to allow for compositional generalisation of task models. Our work directly builds on \[43\] by introducing a unified framework that allows an agent to learn and transfer individual components at the same time as higher order structures. We do this by introducing a hierarchical Dirichlet process to model the task’s generative process. This framework gives the agent the flexibility needed to adapt to a much wider range of task statistics and, as we have shown, can even scale to more complex, hierarchical tasks with goal/subgoal structures.

These mixture-of-expert approaches to multi-task learning considered the setting whether the number of task structures (and hence the number of experts needed) cannot be known in advance and may even be infinite. Like us, these approaches used Dirichlet processes to incrementally expand the number of experts as more tasks are seen. Non-parametric methods have also been used to model complex, multi-modal data distributions and to support transfer in a few-shot setting \[68, 69, 70, 71\]. The main advantage of these approaches is that they adapt model capacity to the data distribution, thereby avoiding both underfitting due to insufficient capacity as well as overfitting due to an excess of capacity.

Mixture-of-expert approaches are also better adapted to situations where the set of tasks is sufficiently heterogeneous that some tasks will be significantly different from each other. In recent years, gradient-based
meta-learning has proven to be one of the most powerful approaches to multi-task learning, demonstrating state-of-the-art performance when adapting few-shot to novel tasks [72, 64, 73, 74, 75]. These approaches focus on learning a single set of features to transfer across all tasks. But this can be suboptimal if the set of tasks is sufficiently heterogeneous that there are tasks significantly dissimilar to each other, as the agent will struggle to find a common set of features that is adequately suited to the task diversity [71]. Moreover, when transferring to novel tasks not seen during training, these latent features will only support positive transfer if the novel tasks also share these features; they will lead instead to negative interference if the test tasks are sufficiently different to the training tasks. Previous work has leveraged Dirichlet processes to address this problem [69, 70, 71]. These works have considered the multi-task setting where the set of tasks is heterogeneous and better characterised by smaller clusters of related tasks. Much like in our work, they have used DPs to group tasks together into distinct clusters. Tasks that are sufficiently similar to each other and that share similar latent features get assigned to the same cluster while tasks that are sufficiently different get assigned to different clusters, much like our room-type clusters. And as in our work, this approach supports feature sharing and positive transfer amongst tasks within a cluster while preventing interference between unrelated tasks. However, these approaches take an all-or-nothing approach to feature sharing and do not allow for the possibility of sharing in a compositional manner. Generally, two sets of tasks can be related along some dimensions but highly unrelated along others. These approaches will generally group such tasks into separate clusters, preventing feature sharing along the related dimensions. In contrast, our compositional approach allows different clusters to still share features along related dimensions while simultaneously separating out features along unrelated dimensions. This approach furthermore allows learning of common features to be shared across different clusters.

Bayesian non-parametrics also offers one possible solution to two of the challenges inherent in continual learning. Continual learning requires the agent to continually adapt to an ever-evolving task distribution, introducing additional challenges not present in the static, multi-task setting. Specifically, in the static setting, the agent learns a fixed set of features that can be transferred across tasks at test time. The features will reflect their relative prevalences in the training task set and allow the agent to adapt rapidly to new tasks when sampled from the same task distribution. Indeed, one can understand static meta-learning as learning not only the shared features themselves but also an implicit prior distribution over the features [75, 76]. So should the distribution change significantly, as may be the case in continual learning, this bias can lead to a form of negative transfer as the most likely set of relevant features under the new task distribution might be under-weighted by the prior. As we have seen, Bayesian non-parametrics offers one possible solution to this problem by allowing for priors over shared task features that can continually adapt and update as more tasks are encountered. Continual learning also requires that learning of novel tasks not interfere with knowledge of familiar ones, and Bayesian non-parametrics offers a solution by assigning different tasks to different task clusters. Essentially, Bayesian non-parametrics can address the challenges of continual learning by using a mixture of experts approach: distinct tasks get assigned to different experts, which helps avoid catastrophic interference, but each expert can also pool knowledge about common features from the tasks it handles and thereby encourage transfer across tasks. Indeed, DP-based approaches have been used to address these issues [71], and our work continues in a similar vein.

Task design

We have tested our agents on tasks adapted from those in [14]. To our knowledge, only these tasks have been explicitly designed to explore compositional generalisation of task structures. These tasks are themselves a modification of the grid-sailing tasks of Fermin et al. [77], which introduced an explicitly compositional MDP, but the grid-sailing tasks were not designed to study generalisation to new structures. Our work uses the original tasks from [14] as well as modified versions designed to study more graded statistics in task structures. We have also combined the grid-sailing tasks with the classic “rooms” problem of hierarchical reinforcement learning [24, 12] to demonstrate the benefits to more hierarchically-structured compositional environments.
Limitations and future directions

Compositional generalisation has generally been regarded as an essential feature of natural intelligence. Beyond the navigational examples we have referenced throughout this paper, compositional structure shows up in a myriad of different naturalistic task domains. In musical domains, fingerings can be transferred across different, sufficiently-related instruments while songs can be transferred across nearly any instrument. Social behaviour can also be compositional in structure: when conducting meetings in foreign lands, one might recognise that one should greet one’s hosts first, but how one how one goes about doing that may vary according to local norms and can involve shaking hands, bowing, or in the context of a global pandemic, bumping elbows. And perhaps the best example of compositionality are languages, both natural and artificial (such as mathematics in the latter case). Compositional structure therefore shows up regularly in naturalistic tasks, and it is thought that natural intelligence readily leverages this to rapidly solve new tasks. Indeed, previous work [15] has shown that humans do reasonably well at some of the tasks that we have examined above and in a manner broadly consistent with the hierarchical model. However, more work is still needed to test the specific predictions of our model in human learning. This would validate whether natural intelligence learns compositional structures in a manner consistent with the hierarchical agent.

One limitation of our approach is that the hierarchical agent does have an initial disadvantage in terms of sample complexity. Credit assignment becomes harder as the model becomes more with greater levels of hierarchy (see also [40] for an example of how hierarchical structure in neural networks give rise to the same credit assignment issue, hindering early learning but facilitating transfer). If the agent does not get enough training data on old contexts before moving on to new ones, it is more liable to throw out correct clustering hypotheses during the particle filtering step, and this manifests as the occasional outlier where the agent takes an inordinately long time to solve the environment in a simulation (see violin plots in the Supplement). Nevertheless, the greater flexibility in transfer that the hierarchical model affords outweights the cost of the increased complexity, especially when there is a heterogeneity of structures present in the environment, as is the case in the real world.

Yet, there are other limitations that future work will also need to address. Currently, our approach relies on signalled context changes (e.g., that the agent has entered a new room), whereas such changes can be more latent in naturalistic tasks and must therefore be inferred from observations. A natural way to address this issue would be to introduce hidden Markov model-like inference (or resource-constrained approximations thereof) to determine context boundaries. Another limitation is that in naturalistic tasks, familiar contexts can change over time, making the initial cluster assignment no longer appropriate after a certain point. In such cases, it may make more sense to reassign the context to a different cluster rather than have cluster assignments be static and irreversible.

Given the model-based setting of our work, as in other such schemes, agents were endowed with knowledge that there are task components such as transition functions and reward functions that can be used for planning. In this sense, the hierarchical structure given to our agents can be regarded as part of the task model that a model-based agent would have access to. Similarly, in the hierarchical task with sublevels, the agents also knows of the task’s hierarchical structure (e.g., that doors in upper levels may lead to sublevels, which in turn have exits). Yet, in both hierarchical and non-hierarchical settings, the agents do not know the parameters of such transition and reward functions, or how they combine them, and have to infer them to plan correctly. Indeed, as we mentioned above, the agents that operate on hierarchical tasks can be regarded as a generalisation of the agents that operate in the non-hierarchical tasks. If these more general agents were to solve the non-hierarchical tasks, they would simply not recruit the parts of their hierarchy used to represent the sublevels or the unused doors in the door sequences. Analogously, human cognitive neuroscience studies have shown that humans can flexibly shift between hierarchical and non-hierarchical tasks by recruiting increasingly anterior regions of the prefrontal cortex-basal ganglia (PFC-BG) circuitry and that they can learn to do so via reinforcement learning [44].

Ultimately, we expect any intelligent agent, whether natural or artificial, to implement an approximation, as constrained by computational resources, to the algorithm outlined in our framework, and it remains an open question of how our hierarchical model can be implemented in neural circuits. In artificial agents, previous work has used hybrid architectures wherein deep networks implement likelihood functions and network parameters are clustered together through a DP [41] [75] [71], essentially yielding a non-parametric mixture of experts model. Such an approach can certainly be adapted to our framework; in our case, the likelihood
functions $\mathcal{R}_{\theta_r}$ and $\mathcal{M}_{\theta_M}$ would simply be implemented by deep networks as well, and our hierarchical DP clusters would simply encode network parameters $\theta_r$ and $\theta_M$. A neural network implementation of the DP is still lacking, however, although hypernetworks \cite{79} may offer one solution, as they may, in principle, learn to modify the functions implemented by the downstream networks in a context-dependent manner. Alternatively, one could also look to neurobiology for some clues. As discussed earlier, hierarchical neural network models of the PFC-BG circuitry have shown that it is capable of approximating non-parametric Bayesian inference over task structures \cite{43,40}, and we have speculated that this circuitry may even approximate the sort of hierarchical clustering we have considered here. Yet how such models can be scaled to more complex tasks, or even translated into gradient-based deep network models, remains something that future work will need to explore.

5 Conclusion

Our framework offers a normative perspective on what is necessary computationally for an agent to learn hierarchical, compositional task structures – in terms of Marr’s three levels of analyses \cite{80}, the framework can be understood as addressing both the computational and algorithmic levels. And through our empirical results, we have validated our approach, showing that only an agent that learned structures hierarchically was capable of supporting compositional generalisation as well as effective transfer of structural knowledge to a wider range of tasks.

Code availability

All simulation code can be found at https://github.com/RexGLiu/HierPolicies.
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